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- it's 2023 and we're PL people, dang it; let's use language-level techniques that weren't available when these protocols were originally designed in the '90s

